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A B s t R A C t  
Method: We performed a systematic mapping review through a search for studies that answered our research question, ‘‘Which software tools (commercial, free or 
research based) are available to support Global Software Engineering?’’ Applying a range of related search terms to key electronic databases, selected journals, 
and conferences and workshops enabled us to extract relevant papers. We then used a data extraction template to classify, extract and record important 
information about the GSD tools from each paper. This information was synthesized and presented as a general map of types of GSD tools, the tool’s main features 
and how each tool was validated in practice. 
Results: The main result is a list of 132 tools, which, according to the literature, have been, or are intended to be, used in global software projects. The classification of 
these tools includes lists of features for com- munication, coordination and control as well as how the tool has been validated in practice. We found that out the 
total of 132, the majority of tools were developed at research centers, and only a small per- centage of tools (18.9%) are reported as having been tested outside the 
initial context in which they were developed. 
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Systematic Mapping StudyContext: This systematic mapping review is set in a Global Software Engineering (GSE) context, charac- terized by a highly distributed 
environment in which project team members work separately in different countries. This geographic separation creates specific challenges associated with global 
communication, coordination and control. 
Objective: The main goal of this study is to discover all the available communication and coordination tools that can support highly distributed teams, how these 
tools have been applied in GSE, and then to describe and classify the tools to allow both practitioners and researchers involved in GSE to make use of the available  
 

Introduction 

 
Global Software Engineering (GSE) has become a growing area of research, apart from being an expanding trend in the Informa- tion Technology 
(IT) industry [3]. GSE requires software tools (management tools, development tools, etc.) to support the special characteristics that this 
environment has, and which have princi- pally come about as a result of the distance factor (temporal, geo- graphic and socio-cultural distance) [4]. 
Modern software development, such as globally dispersed teams, creates specific challenges and risks (in spite of the benefits that can be obtained) 
for the software industry, which need to be considered [5]. In fact, developing software systems through col- laboration with other partners and in 
different geographical loca- tions is a great challenge for organizations [6,7]. 
Software tools for GSE should therefore help to alleviate prob- lems such as: (a) Geographic Dispersion, which sometimes causes a loss of 
synchronous communication or team interactions, since the sites are in different time zones; (b) Control and Coordination Breakdown, owing to the 
difficulties created by a distributed envi- ronment; (c) Loss of Communication; this is the case in this type of environment, if we consider that the 
richest communication med- ium is face-to-face communication; (d) Loss of Team Spirit and trust among team members [8] and (e) Cultural 
Differences which occur when people from different cultures work together in a global environment [9]. 
Tools designed to alleviate the challenges stated above should 
therefore include special features, such as supporting the interac- tion of distributed teams by applying communication and collaboration 
technology [10], supporting the development of real-world projects [11], minimizing the cost of the tools and infrastructure needed, along with 
their maintenance effort [12] or helping to create a feeling of trust between the members [13,14], and facilitating the knowledge of team ethics 
[15], among others. However, there is insufficient information regarding which tools are able to assist in the aforementioned challenges, or 
about which particular tools offer features that are suitable to allow them to be used in a GSE environment. The most that we can affirm is 
that certain surveys exist in which some of the existing tools, usually those regarding collaboration, are briefly presented. A good example of this 
is [16], in which the authors present a set of collaboration tools for GSE, classified by the areas in which they can be used. 
In this respect, tools from the area of Distributed Software Engi- neering (DSE) often include interesting features that may be useful in a global 
environment. Moreover, according to the study pre- sented in [17], collaborative software tools for distributed develop- ment constitute one of the 
research areas in which important research questions need to be addressed. For example, selecting appropriate tools that correspond to the 
characteristics of glob- ally-distributed projects is not an easy task [18] since, among other reasons, there is not enough information about the tools 
that are available to support GSE teams. 
The goal of this work is, therefore, to carry out a systematic map- ping review of GSE tools, in order to obtain information about which tools are 
available for GSE and what features they include. This review was performed by following the process described in 
[1] which explains how effective such studies have been when used for software engineering topics. Other systematic mapping review papers in this 
field, such as that shown in [2], were also studied. The main goal of our review is to compile the most complete list of GSE tools possible and to 
present these results as a visual sum- mary (map) of classified features. The classification of the tools will be based on an extraction of common 
features across studies (prin- cipally related to communication, owing to its importance). 
Companies, practitioners and researchers may find this work use- ful, since it provides a wide description of tools. That being the case, companies and 
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practitioners can use this paper before buying a tool, and employ it as preliminary information about what tools exist and what their features are. 
Researchers can also consult the paper to discover the state of the technology in the field of GSE, and to observe how tools can be grouped according to 
the process they sup- port. The fact that this paper is the first systematic study of GSE tools makes it a significant contribution to the GSE community. 
This work is structured as follows. In Section 2 we outline the methodology used to perform the systematic mapping review, including question 
formulation, the selection of sources and stud- ies, information extraction and the mapping process. In Section 3, the results obtained after 
performing the systematic mapping review are presented. In Section 4 we discuss the threats to the validity of the results. Finally, in Section 5, we 
outline the conclu- sions obtained. 
 

Systematic mapping review of tools to support GSE 

 
The systematic mapping review which follows has been devel- oped by using the guidelines presented in [1] and taking into ac- count the 
information obtained after studying other systematic mapping reviews, for example, [19–22]. In this section, we provide an overview of the steps 
involved in the process. 

 
Definition of research question 

 
The tools which are available for use in GSE were obtained by formulating the following question: 
Which software tools (commercial, free or research based) are available to support Global Software Engineering? 
In this work, ‘‘research tools’’ are considered to be those devel- oped by researchers in research labs or groups, which are not developed for profit or 
commercially available. These tools are not usually available for download and must be obtained on re- quest from the researchers who developed 
them. 
‘‘Free’’ research tools are those that are open source, where there is no obligation to pay for the license. ‘‘Commercial’’ tools on the other hand 
require a payment for the license, though they may offer a free trial period. 
The list of keywords used to discover and answer the research question consisted of:tool, software, global, engineering, development and distributed. 
The research question selected was expected to provide the fol- lowing results once the systematic mapping review had been com- pleted. Our 
intention was that the information would tell us: 
 
Which software tools are used/available in the context of GSE. In this case, the area of Distributed Software Engineering (DSE) was also considered 
within the context of GSE. 
The main features that GSE tools often include. 
The classification of the software tools that are available, depending on their features or/and the areas in which they are used. 
 
The population observed was the set of software tools, com- posed of both those that have been presented as specific tools to support GSE, and those 
which were not specifically designed to support GSE, but which contain features that are useful in GSE. The set of tools was compiled through a 
study of the assortment of published work shown in our list of sources and presented in the following section. 

 
Conducting the search 

 
The list of keywords shown above was combined by using the logical connectors ‘‘OR’’ and ‘‘AND’’, to obtain the main search string (see Table 1). The 
search string thus had the structure P1 AND P2 AND P3, each part of which is defined as follows: 

 
P1: tool OR technology. P2: global OR distributed. 
P3: software development OR software engineering. 

 
The terms used in the search string are commonly employed in GSE/DSE research, and this implied encountering a large amount of non-useful 
papers, but the idea of this review was to obtain the 
maximum number of tools. We should state, however, that in line with the research question, inclusion and exclusion criteria that were designed to 
obtain solely useful work were used. With P1, we aimed to obtain all those pieces of work in which anything re- lated to tools was included. With P2 
and P3, we wished to find work related to GSE and DSE. It was deemed that DSE would be considered to be GSE if the level of distribution was 
sufficiently high. 
The list of the sources selected, and in which the search strings were executed to carry out the systematic review, is: 
 
Science@Direct, on the subject of Computer Science. 
Wiley InterScience, on the subject of Computer Science. 
IEEE Digital Library from the Computer Society. 
ACM Digital Library. 
 
This list of sources was selected from the recommendations made by experts in the area of this systematic review. These sources include certain 
highly important journals, in which our re- search area is widely dealt with, such as: Information and Software Technology, IEEE Software, Computer, 
Information and Manage- ment, and Systems and Software. Moreover, from IEEE we included the proceedings of the most relevant conference on GSE 
(Interna- tional Conference on Global Software Engineering – ICGSE). 
The search string presented above was adapted to each search engine of the respective sources (see Table 2), owing to the special features or 
restrictions that each search engine had. For instance, the ACM Digital Library allows other publishers’ papers to be searched for, but in this case we 
only wished to use the ACM search engine to access those papers published by ACM itself, thereby avoiding duplicated work. This feature was 
obtained (as is shown in Table 2) by ensuring that the publisher in the search string was ACM. 
This table has been included to permit possible future reviews of the results obtained. By selecting the options indicated in each search engine, the 
same results should therefore be obtained. 
Another restriction included in all the search engines was that of selecting only those pieces of work published from the year 2000 onwards, since, 
regardless of the particular research area, tools become obsolete after a few years, owing to the rapid evolu- tion of technology. We therefore believe 
that any tools mentioned before the year 2000 can now be considered as obsolete. Moreover, taking GSE as an effect of globalization and as a 21st 
century trend [23], only studies performed after 2000 have been considered to be important in this work. 
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During the process of the study selection we assumed that the quality of the papers obtained would be ensured by the evaluation process followed in 
deciding what papers to publish. However, this selection of studies is not based on quality but rather on relevance. When choosing, we aimed to 
gather relevant papers which were in accordance with the focus of the research question and the review goal. As has already been mentioned, the 
most relevant papers were obtained by performing four stages or phases in each source. The first stage (Based on Search) consisted of recovering 
an ini- tial set of papers by using the sources’ search engines and the strings presented above in Table 2. In this first phase, we obtained a high 
number of results in some cases (ACM or IEEE), but in many other cases these results were not useful, since they consisted of 
comments, letters or repeated work. 
The second stage (Exclusion upon Title) thus consisted of elim- inating both non-useful results and repeated work, by considering only the title (and, 
in some cases, the author(s)) of each result. In this case, non-useful results were those that were not journal arti- cles, workshop papers and 
conference papers. A result was consid- ered to be repeated if there was another paper with the same title and the same authors. 
Once we had eliminated the non-useful results, we began a revision phase by studying abstracts (Exclusion upon Abstract). This phase consisted of 
examining the paper’s abstract, in order to ascertain whether the subject of the paper was related to tool support for GSE/DSE or whether the 
work focused on presenting a specific tool. This phase was carried out in two steps, the first of which consisted of a rapid review of paper 
abstracts. However, we realized that, in some cases, merely reviewing the paper’s ab- stract was not sufficient, and that it would also be necessary to 
re- view the work’s conclusions. 
Finally, in order to obtain the definitive list of primary studies, a complete review of the texts of the papers (Exclusion upon Full Text) remaining 
from the previous phase was carried out. In this case, all the papers were related to tool support, or presented a spe- cific tool. However, we 
encountered two problems. The first was that we had papers presenting tools for DSE but we did not know whether the tools mentioned would be 
useful for GSE. In these 
cases, we reviewed the texts in full to discover whether the tools had been designed for co-located teams (low level of distribution) or for a higher 
level of distribution. In this respect, we decided that Web-based tools can be used in a globally distributed environment because they are accessible 
from any Web browser. The second problem in this phase was that some papers were related to tool support for GSE/DSE, but they discussed types 
of tools (communica- tion tools, design tools, etc.) or tool features (chat, e-mail, etc.) without referring to a specific tool. All these works were 
eliminated. Once these two problems had been solved by reviewing the texts of the remaining papers in full, we obtained the list of 66 pri- 
mary studies presented in Appendix A. 
In just a few cases, different papers mentioned or presented the same tool. We therefore checked all the papers regarding the same tool and rejected 
those that simply mentioned the tool and did not provide any useful information about it. Moreover, in those cases in which a tool was presented in 
several papers, we selected the most up-to-date paper as the primary study associated with each tool. In this study, each tool has therefore been 
related to just one paper (primary study). It is also important to note that one pa- per may include several tools. 
What is more, in order to avoid missing any important informa- tion about a tool, we checked the information provided in the other papers that had 
been rejected. In all cases, the information pro- vided by both papers was similar, and the updated paper usually contained more information since, 
for instance, a new version of the tool had been implemented and or tested. 

 
Data/information extraction and mapping of studies 

 
Once the primary studies had been chosen, the relevant infor- mation for the systematic review was obtained. The inclusion cri- terion for the 
information originating from the primary studies consisted of the names of specific software tools, the area in which they are used and the features 
that make them usable in a GSE environment. The information from the primary publications was stored in a table similar to Table 4, in which the 
data extraction for- mat was structured in two parts: The first part was used to obtain information about the study and the second was used to 
obtain information about the tools found in the study. 
that the topic of GSE in general, and GSE tools in particular, is one in which there is an increasing amount of interest, mainly from 2006 onwards. 
This increase is not uniform in all the areas studied. Areas such as Knowledge Man- agement Tools (KMTs), Virtual Meeting Tools (VMTs) and 
Software Engineering Management Tools (SEMTs) have been continuously tackled in publications over the last few years, while other areas, such as 
those of Software Quality Tools (SQTs) or Software Engi- neering Process Tools (SEPTs), are only dealt with in a few publica- tions. What is more, the 
area of Socio-Cultural Tools (S-CTs), while not dealt with much in early years, has recently been gaining importance. This change has come about 
because of the problems that exist in GSD, which have arisen as a result of the cultural and social differences between globally distributed teams. 
In terms of tools (see left-hand side of Fig. 1), the biggest group 
is that of Research Tools (58 tools), since the papers studied are, on the whole, research works, while the smallest group is that of Com- mercial Tools 
(30 tools). However, some free, commercial or re- search tools exist for almost all the processes. Companies can thus decide whether they 
prefer a commercial tool, a free tool, or whether they would rather obtain a research tool. It is important to note that the 2010 data included in Fig. 1 
appertains to the first quarter of 2010. 
 

 
Validation of tool classification scheme 
In order to ensure that the classification of tools and papers was reliable, we decided to ask three different researchers to carry out three different 
classifications and then check the level of agree- ment among them in the classification. The level of agreement was checked by applying an 
inter-rater reliability analysis using the Kappa statistic, which determines the consistency among rat- ers. To be more precise, we used the Fleiss 
Kappa statistic, which can be applied for 2 or more raters (in our case 3 raters). By using the data presented in Table 5, we obtained a Kappa value of 
0.952, which means an almost perfect agreement in the tools’ classifica- tion. Moreover, we obtained a Kappa value of 0.966, also meaning an almost 
perfect agreement in the papers’ classification. 
We can therefore have confidence that the classification of the papers and tools is fairly reliable because, according to the kappa test, the agreement 
regarding the classification is almost perfect among the three researchers. Results and discussion 
 

In this section we present the results obtained from the system- atic review of GSE tools. Having established that there was a need for such a review 
and that no other review had been published in this area, we proceeded to conduct the mapping study. 
Fig. 2 shows that 44% of the 66 primary studies present a single tool for a specific area (a), 46% present a set of tools for a single area 
(b) and 10% present a set of tools for different areas (c). These re- sults indicate that only a minority of papers deal with a set of tools covering the 
complete software lifecycle; only 10% present a set of tools for different areas that relate directly to software lifecycle processes as defined in the 
SWEBOK [25] and briefly explained in Section 3.1. 
One of our goals after performing the systematic mapping re- view was to identify which software tools are used/available in the context of GSE, 
according to the literature studied. 
Once we had studied each tool, we realized that the features in- cluded in them could be categorized. These feature categories are part of the 
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expected results and are presented in the following subsection. 
 
Classification of features 

 
With regard to the second expected result, to identify the main features that GSE tools often include, we identified seven feature groups. The main 
features of the tools studied are summarized in Table 14, but we shall first describe each category as follows. 
The first category is Subject. In this case, we have attempted to classify each tool into a related subject. For example, if a tool is de- scribed as a UML 
modeler, it will be classified in the design subject. This classification was carried out by considering the use of differ- ent classification frames. One of 
these was that presented in [26], in which the author proposes a well-structured classification framework for CASE tools. However, as we needed a 
process- oriented classification to check the processes covered by the tools 
 

[26], the classification was more oriented towards the type of tool (IDE, Framework, etc.). That being so, we eventually came to the conclusion that it 
was better to use the Areas of the Software Engineering Body of Knowledge (SWEBOK) [25], which is more ori- ented towards software engineering 
processes. We have therefore specifically used the subjects defined in SWEBOK for the Software Engineering Tools and Methods knowledge area. 
Moreover, we have extended the subjects included in SWEBOK with other sub- jects not included in software engineering. For example, the sub- 
jects of Knowledge Management Tools and Virtual Meeting Tools have been added. The latter has been included because virtual meetings are an 
important means of communication in GSE. We have also included the subject of Socio-Cultural Tools, since in GSE, socio-cultural aspects influence 
project performance and knowledge management [27]. The values used to classify a tool into a knowledge area are shown in Table 6. 
The type of tool that can be included in some of these knowl- 
edge areas is often sufficiently clear, but in some cases, such as the Miscellaneous subject, it is not clear which kind of tool can be included. In 
order to understand what kind of tool can be included in certain knowledge areas, we considered the following points [25]: 
 
The SRT subject includes Requirements Modeling Tools (for eliciting, analyzing, specifying, and validating requirements) and Requirement Traceability 
Tools. 
The SDT subject includes tools for creating and checking software designs. 
The SCT subject includes Program Editors, Compilers and Code Generators, Interpreters and Debuggers. 
The STT subject includes Test Generators, Test Execution Frameworks, Test Evaluation Tools, Test Management Tools and Performance Analysis 
Tools. 
The SMT subject includes Comprehension Tools (for instance, visualization tools such as animators and program slicers) 
and Reengineering Tools. 
The SCMT subject includes Defect, Enhancement, Issue, and Problem-Tracking Tools, Version Management Tools and Release and Build Tools. 
The SEMT subject includes Project Planning and Tracking, Risk Management and Measurement Tools. 
The SEPT subject includes Process Modeling Tools, Process Management Tools, Integrated CASE environments and Pro- cess-centered Software 
Engineering Environments. 
The SQT subject includes Review and Audit and Static Analy- 
sis Tools. It also includes Inspection Tools, which in this case are considered to be special kinds of review and document management tools that help 
to increment the quality of product documentation. 
The MTI subject principally includes Meta-tools or Integra- tion Tools, that is, tools that integrate several tools in order to construct a more complex 
one. 
The KMT subject (not included in SWEBOK), includes tools 
that support the knowledge lifecycle processes, such as the creation or distribution of knowledge (for instance a WIKI tool). 
The VMT subject (not included in SWEBOK), includes tools 
which principally permit communication among distributed teams. Examples of these are videoconference tools, virtual room tools, etc. 
The S-CT subject (not included in SWEBOK), includes tools 
related to offering support to socio-cultural aspects through, for instance, social networks, and an analysis of them. 
 
As regards the subjects presented, Table 7 shows the areas on which the primary studies are focused, that is, which particular areas are supported 
by the tools presented in each primary study. In some cases (the most complete pieces of work) the studies are related to several areas, because they 
present different types of tools. As Table 7 shows, tools to support software construction, software engineering management (project management, 
issue tracking, etc.), knowledge management and virtual meetings are those most frequently mentioned in the selected studies. 
On the other hand, subjects such as Software Maintenance Tools (SMTs), Software Engineering Process Tools (SEPTs), Miscellaneous Tool Issues 
(MTIs) and Socio-Cultural Tools (S-CTs) are not well supported or researched. 
The second category, License, is used to define which kind of li- cense is associated with each tool. We have thus defined three types of categories in 
relation to their licenses. These types are de- scribed in Table 8. 
Upon observing Fig. 3, we can see that 43.6% of the tools studied are research tools (the highest group). The explanation for this is probably that the 
works reviewed are mainly from research. These tools are seldom used; they are, however, quite useful for allowing companies to learn which 
features are used in GSE research tools, in order to include them in commercial tools. Moreover, one goal of this review was to obtain the maximum 
number of tools and to at- tain a list of them that was as comprehensive as possible. 
33.5% of the tools studied are free tools (Fig. 3). We consider that this group of tools may be especially useful in the research do- main because 
researchers can experiment without having to pay for a license. Finally, 22.9% of the tools studied are commercial tools. 
Moreover, as is shown in Fig. 4, the group of free tools provides better support in areas related to coding, such as those of construc- tion (SCT), testing 
(STT) or configuration management (SCMT) (see Table 6 for subject abbreviations). On the other hand the research tools listed in Fig. 5 offer support 
in areas such as software design or software quality, for which there are no free tools. 
With regard to commercial tools, Fig. 6 shows that there is a lack of tools in the areas of Software Engineering Process Tools (SEPTs), Software Quality 
Tools (SQTs), Software Testing Tools (STTs) and Software Construction Tools (SCTs). That being so, there is an opportunity for organizations to develop 
tools in these areas. 
The third category is Communication. This category includes features that allow a team member to communicate with other distributed team 
members. We therefore differentiated between synchronous communication features, such as chat, videoconfer- ence or VoIP, and asynchronous 
communication features, such as e-mail. Table 9 shows the different communication types considered. 
With regard to the type of communication used in each tool, and taking into account those which included any communication channel (54%), the 
majority of the tools studied enable asynchro-
In this category we also consider another type of awareness, de- fined as Change Awareness. This type of awareness considers those features related 
to letting users know ‘‘who is doing what’’, inde- pendently of whether team members are working synchronously or asynchronously. We have 
identified two main features to sup- port this (Table 10 describes the features related to awareness): 
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Visual features: These include features that help users to be aware of the actions performed by other users, mainly in a synchronous context, for 
instance, color identification. 
E-Mail Notifications: This feature is that which is most widely-used in an asynchronous context to make users 
aware of the actions performed by other users. 

 
The fifth category is that of Control and Coordination. This cat- egory includes features that principally assist managers with con- trol and 
coordination issues. For instance, in geographically dispersed teams it is important, when controlling the progress of tasks or activities, to track 
different issues such as bugs or tasks, and to do so through the use of software tools. In this particular case, these tools are called Issue Tracking 
Systems. This kind of sys- tems also assists in aspects of coordination, since managers have an overview of the project’s progress and are able to 
make coordi- nation adjustments. In addition, these kinds of systems are com- plemented with Version Control Systems or Build Management 
Systems, which offer more control and coordination information. Note that these tools can be considered as independent tools or as features 
when they are integrated into other more complex tools. In order to classify these control and coordination aspects, we have detected three main 
types of tools, which are presented in the following table (Table 11). 
The sixth category is that of Knowledge Management. Here we 
indicate whether the tool supports knowledge acquisition, knowl- edge sharing, knowledge distribution, etc. After reviewing the tools found, we have 
observed that these features are mainly supported by Wikis, Document Management Systems and Blogs. The main advantage of using these kinds of 
tools is that most of them are Web-based, which allows knowledge to be managed in distributed environments. Three kinds of features are therefore 
considered, and these are summarized in the following table (Table 12). 
The seventh and last category is the Socio-Cultural category. In this category, the features included are intended to help users to reduce socio-
cultural distance. Examples of this are social net- works. These social networks may include information that can be social, cultural or concerns 
language, and so on. Team members can consult this information to obtain a better awareness of, for example, other team members’ cultural 
customs. We have, in gen- 
 
 
eral, identified three kinds of features/tools included in the tools found, which are summarized in the following table (Table 13). 
84.8% of the tools studied do not include features that support socio-cultural aspects (see Fig. 8). Moreover, of the total number of tools that include 
socio-cultural features (15.2%), only some of them include a simple profile manager. The most comprehensive tools in this aspect include social 
network support. 
 
Tool classification and description 

 
With regard to the third goal of this literature review, defined as classifying the available software tools into groups depending on their features 
and/or the areas in which they are used, Table 14 shows a description of the tools studied, indicating which features each tool includes. 
In order to complete the table, we have assumed that a tool in- cludes a feature if it is part of the tool or if it can be included in the tool through the 
integration of another simpler tool. A typical case of this is when tools have an Issue Tracking System (ITS) through the integration of an Issue 
Tracking Tool such as Jira. However, this does not mean that all the possibilities of integration have been checked. Only the most obvious and easy-
to-find integration possi- bilities have been considered. 
As was previously mentioned, the information regarding the 
132 tools included in the table has been extracted from the primary studies (which are identified in the table in the PS column) and the tools’ 
websites. This implies that the information provided in the table is limited in this respect. However, more features could probably be discovered by 
actually installing the tools. 
If the table above is to be understood correctly, then the infor- mation shown must be read as follows. Imagine that you need to use a set of tools in 
your company or research lab to, for instance, support distributed communication (VMT). Bearing this require- 
 
 
 
 
 
 
 
 
 
 
 
ment in mind, the table can be used to select those tools related to VMT at a glance. 
If you know which tools are available for this process, you can compare the most comprehensive ones by observing which fea- tures are included in 
each one. For example, for VMT, you could se- lect Webex, TeamSpace and Yahoo Messenger as possible options, since they support the majority of the 
features presented in the ta- ble (i.e., they support audio, video and chat communication – val- ues A, V, C in the table in the communication feature). 
Moreover, the tool shows when users start a new session, and/or it also dis- plays which users are working on the same session (value S in the 
presence awareness feature), in addition to the awareness information when there are changes in the tool or when the ses- sion is presented visually 
(value V in the change awareness feature). 
At this point, the features offered by these tools are similar, 
depending on the particular needs or the company or lab policy. However, the license can also be taken into account. If a research lab wishes to 
experiment, it may be advisable to select a research tool (TeamSpace in this case) or a free tool (Yahoo Messenger). One critical process in the context 
of a distributed development is the Project Management Process. By using this table, a company can select the most desirable tools to support this 
process (SEMT in Table 14) and reduce the problems related to distribution. Thus, by following the process explained in the previous example, it is 
possible to select the most comprehensive tools presented in the table, taking into account the type of license. In the case of Project Management, it 
is important to use tools which include features supporting control and coordination. With that in mind, a person can select from the table those 
tools related to Project Manage- ment (SEMT) which include the maximum number of coordination and control features. This person could therefore 
select ActiveCol- lab, Assembla or Rational Team Concert, because they appear to be the most comprehensive tools that include communication fea- 
tures, such as Chat (C) or Forums (F). Moreover, they offer Version Control Systems (VCSs), Build Management Systems (BMSs) and Is- sue Tracking 
Systems (ITSs) as control and coordination mecha- nisms and they also support knowledge management with the use of wikis (W) and/or 
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document management features (DM). 
In GSD, socio-cultural aspects influence project performance. In 
order to help reduce socio-cultural problems, Table 14 includes information about which socio-cultural features are used in each tool, along with 
information concerning which tools exist that are directly related to socio-cultural aspects. As is shown in the table, the most common features 
used are the inclusion of user profiles (P) to provide details concerning personal information, together with the incorporation of a social network 
(SN) in the tool. Moreover, the majority of those tools directly related to socio-cul- tural aspects focus mainly on studying social dependencies in 
social networks (SDNs), such as Tesseract, CASOS or Ariadne. 
 
Tools and features used in each knowledge area 
With regard to the different knowledge areas in which the tools have been classified, Table 14 can also be used to extract which features are most 
frequently provided by the studied tools in each area. The following paragraphs describe which features are com- monly used by the studied tools in 
each knowledge area. Moreover, the lists of tools that can be used in each area are also provided. 

 
Requirement Tools (SRTs). In this case, the most frequently provided feature is the Issue Tracking System, which makes users aware of important 
issues or changes. This feature is usually com- plemented with visual awareness techniques (value V in the Changes Awareness column), such as 
highlighting important as- pects in different colors and the possibility of inserting comments (Cmt in the table). Moreover, the most complete tools, 
such as Ra- 
tional Requisite Pro, also include a document manager (DM) with which to attach important requirement documents. The list of Requirement Tools 
is therefore the following: ARENA, DOORS, EGRET, eRequirements, GatherSpace, Rational Requisite Pro and Rational Requirement Composer. 
 
Design Tools (SDTs). The feature most frequently provided in design tools is Awareness. Bearing in mind that most of these tools have been designed 
to be used synchronously (but distrib- uted in this case), the majority of the tools use both visual aware- ness (V) and session awareness (S in the 
table). By combining these types of awareness, the tools are able to show each user who is editing what, or who is working on the session. Moreover, 
these kinds of tools usually allow comments to be written by the users. The most comprehensive tools, such as Together, also include an Issue 
Tracking System and a Version Control System. The list of De- sign Tools is: Artisan Studio, CAB, CAMEL, CoDesign, Creately, Glif- fy, GroupUML, 
Libra-on-Chat, Rational Software Modeler, STEVE, Sysiphus and Together. 
 
Construction Tools (SCTs). In the case of the construction tools, something similar to the Design Tools occurs, the most fre- quently provided feature 
being the awareness feature (session and changes awareness). However, the construction tools also usu- ally include an Issue Tracking System (ITS) 
and a Version Control System (VCS), with the latter being used more frequently. The most complete tools, i.e., CollabVS, also include different 
channels of communication, such as audio and video communication. An important aspect with regard to construction tools is that some of them 
(GitHub, Google Code, SCI and Share) include a feature that is not usually included in any other tool shown in the table. This feature is the Social 
Network (SN in the table), which allows users to include information about which programming languages or development environment they 
specialize in, the projects on which they have worked, and contact information. The list of construction tools is: byteMyCode, CheckStyle, CollabVS, 
Copper, GForge, Git- Hub, Google Code, ICI, Moomba, SCI, Share, Syde, TagSEA and TUKAN. 
 
Testing Tools (STTs). This group of tools does not include special features. The main feature is to allow the remote execution of tests. Some of these 
also include an Issue Tracking System such as OpenSTA, a Version Control System such as TestLink and Build Management System such as SoftFab. 
The list of testing tools is, therefore: HttpUnit, JWebUnit, OpenSTA, Selenium, SoftFab, Test- Link, Watir and WebTest. 
 
Maintenance Tools (SMTs). No maintenance tools were found by our study. 
 
Configuration Management Tools (SCMTs). The main features of this group of tools are the Version Control System and the Issue Tracking System. 
They also include visual awareness mechanisms to inform of changes. One important innovation is that presented in WikiDev 2.0 which implements 
this kind of systems as a Wiki, is accessible from any Web browser and is very useful in a highly-distributed environment, owing to this very 
availability. The list of configuration management tools is: CASI, Darcs, Git, Mercurial, MUDABlue, Palantir, Perforce, Rational Clearcase, SCAR- AB, 
Subversion, TortoiseSVN and WikiDev. 

 
Engineering Management Tools (SEMTs). Although this group of tools includes Project Planning and Tracking, Risk Management and Measurement 
Tools, the majority of them are related to Project Planning and Tracking, and the features mentioned here are there- fore mainly related to this type 
of tools. The main feature that this
kind of tools should include is Awareness. The majority of them of- fer features such as email notifications in order to inform users about what is 
happening in the project. Moreover, Issue Tracking and Version Control Systems are commonly used for Project Track- ing. Other features that make 
the tools more complete and which are included in tools such as ActiveCollab, Assembla, Milos ASE or Rational Team Concert, are document 
managers, chat tools, for- ums or wikis. The list of Engineering Management Tools is thus: ActiveCollab, ADAMS, Assembla, Augur, Bugzilla, 
CodeBeamer, Cruise Control, DrProject, ‘‘Fonseca Tool’’, IssuePlayer, Jira, Mantis, MasePlanner, Maven, MILOS ASE, Rational Team Concert, TAMRI, 
Trac, WorkSpace Activity, WorldView and XPlanner. 

 
Engineering Process Tools (SEPTs). This group of tools makes use of similar features to those in the design tools, since some of the Engineering Process 
Tools are modeling tools that use the same features. These features are usually awareness features (visual and session awareness) and also chat 
features for writing comments. The list of tools is: GENESIS, Hobbes, SPEARMINT and XCHIPS. 

 
Quality Tools (SQTs). As the number of tools found in this to- pic is small, it is risky to draw conclusions. However, we can state that the main features 
are the document manager and the possibil- ity of writing comments. Some of the awareness features such as email notifications are also used. The 
list of SQT is: AISA, HP Quality Center, HyperCode, IBIS, WiT, WiP and XATI. 

 
Miscellaneous Tool Issues (MTIs). This group includes Meta- tools or Integration Tools but only a couple of them are on the list. These two tools have 
the common feature that they are able to integrate different ITS, VCS and BMS features to be used as a single tool. However, the integration 
possibilities are very limited. The specific tools are MerlinToolChain and RepoGuard. 

 
Knowledge Management Tools (KMTs). The importance of documents in which knowledge can be written and shared signifies that the main feature 
included in most of the tools in this group is the document manager. This feature is also complemented by a Version Control System to control the 
document versions and keep the users updated. Moreover, owing to the extended use of Web applications, other very commonly used features are 
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the Wikis, Forums and Blogs. The list of knowledge management tools is: 4everedit, ADDSS, BSCW, CAWS, CollabDev, DOCTOR, GalaxiWiki, Google 
Docs, Google Groups, iBistro, Knowfact, Knowledge Tree, 
LiveNet, Lotus Quickr, MS Sharepoint, MoinMoin, MULTIMIND, PAKME, Saperion, ECM, TWiki and Xerox Docushare. 

 
Virtual Meeting Tools (VMTs). The majority of these tools enable virtual meetings through the use of a chat tool. Moreover, they also usually include 
video and audio chat combined with awareness features, in order to know who is connected or to ascer- tain the state of each user (available, not 
available, disconnected, etc.). The most comprehensive tools also include a document man- ager to allow documents to be shared and edited in a 
virtual meet- ing. The list of VMT is: Connect Now, Consensus@nywhere, CVE, eConference, Google Wave, Lotus Sametime, MS Office Communi- 
cator, Miramar 2.0, MPK 2.0, MSN Messenger, P2P Conference, pcA- nywhere, TeamSpace, WebEx, WorkSpace 3D, Yahoo Messenger. 

 
Socio-Cultural Tools (S-CTs). These tools are directly related to social networks and their analysis. Two main features are there- fore used in this kind 
of tools. The first is the use of social network analysis to obtain social dependency networks (SDN in the table). The use of these networks makes it 
possible to analyze how inter- actions occur in a work team. This could, for example, help in the making of decisions related to the group structure. 
The second fea- ture is the management of a social network (SN in the table). This feature is included in well-known tools such as Twitter and is com- 
monly used to keep people close to each other, by sharing personal information. The list of S-CT is: Ariadne, CASOS, Friendfeed, Tesser- act and 
Twitter. 
 
Common groups of features provided by the studied tools 
This review has also allowed us to identify groups of features commonly used by the tools included in this study. To extract these groups we 
reviewed the Collaboration Features column of the extraction form (Table 4). We specifically extracted the follow- ing groups of features: 
Awareness: We identified that several types of awareness fea- tures are usually provided by the studied tools. For instance, in [28], WorldView and 
WAV are presented as tools that are able to identify the team structure. Another tool that attempts to improve awareness mechanisms is Augur, 
which includes a system to mon- itor developer’s activities and explores the distribution of activities in time and space in order to explore the history 
and context of particular development activities in the code base [29]. 
Other tools attempt to address how to propagate any changes in the entire distributed team. For instance, FASTDASH, Palantir or 
 

Syde, attempt to address this problem by providing real-time infor- mation about ongoing changes and warning developers about emerging 
conflicts [30]. More specifically, FASTDASH enables information to be accessed as regards which code files are being changed, who is changing 
them and how they are being used [31]. Change notification receivers should understand how these changes will make an impact on their work. 
Moreover, it is some- times relatively easy to ignore the work of others in decoupled dis- tributed teams because teams typically focus on their own 
models and ignore the dependent artifacts produced by others [32]. This problem is considered by SYSIPHUS, which was designed and 
implemented to enable teams to focus on overlaps between mod- els at different sites [32]. In this respect, ADAMS also supports event 
notifications by taking into account relevant events related 
to the artifacts the engineer is working with [33]. 
Social Dependencies: Some of the studied tools integrate social features into IDEs to help developers save the time involved in switching between 
different tools and to enrich the collaborative IDE with social activities. For instance, in [35], SCI is presented as a solution to provide IDEs with 
‘‘social presence’’ by including so- cial awareness and communication in a collaborative development environment. Other examples are FriendFeed, 
which is used in [34] to integrate and disseminate personal information into develop- ment environments. 
Other tools associate social dependencies (‘‘dependency be- tween developers as a result of the calls to each other’s code’’ [28]) with technical 
dependencies. One of the tools that the authors of ([28,34]) have selected in order to extract social depen- dencies from it, in this case, code files is 
Ariadne. This is a visual collaborative tool that highlights the socio-technical relationships between source-code artifacts and the developers 
implementing those artifacts in, for example, a repository [28]. 
Informal Communication: The need for informal communication and informal meetings has been taken into account by tools such as iBistro, which 
were designed to support the efficient capture, structure and navigation of meetings and their integration into the project [36]. 
Some of the studied tools have communication channels incor- porated into them. We thus mention, for example, CollabVS [37], CAMEL [38], 
CruiseControl [16], GENESIS [39], GoogleDocs [40] or GroupUML [41], which are not communication tools but which in- clude a chat to 
communicate with the other members while using the tool. This idea is mainly related to distributed design tools in which synchronous sessions 
need to be supported by communica- tion channels. 
Knowledge Management: Architectural Knowledge (AK) Man- agement (AKM) needs to be adapted to today’s distribution models [42]. In [43] the 
authors state that PAKME can be successfully used to help systematize the architecture knowledge management and evaluate the process of an 
industrial collaborator. LiveNet tool, de- spite not having been designed for AKM, is presented in [42] as being particularly applicable to capturing 
and encouraging the sharing of AK in distributed teams. To end this section, we should state that the information shown in the table can be 
consulted in the original papers from which the tools were extracted. 
There are globally distributed companies such as IBM in which wikis serve as a platform for informal knowledge sharing among the collaborating 
teams [44]. There are also systems such as Col- labDev that have been specifically developed for large projects and large distribution of the team 
members. This allows specific application knowledge to be acquired and makes the knowledge available to the main stakeholders in order to solve 
maintenance problems [45]. 
It is also important to make the tools compatible with com- monly used formats or file types in order to facilitate their use and the sharing of 
information or knowledge. For instance, 
SharePoint and Quickr allow knowledge workers to directly share information from Word, Excel and PowerPoint. They therefore sim- plify the 
sharing process since they do not have to save the file locally, and then transmit it via electronic mail or a Web-based upload [46]. 
Web-based version: One of the ideas used by some of the tools studied is that of implementing Web-based tools, thus allowing users to access them 
from anywhere with a simple Web-browser. Good examples of this are WebEx, which provides meeting services from a Web-browser [47], or WEB-
DAV, which is a Web-based dis- tributed authoring and versioning system [46]. 
Wiki webs, such as WikiDev, are also a good example of Web- based systems that allow, in this case, information to be shared. WikiDev integrates 
information about various artifacts of interest, and uses clustering to obtain relevant artifacts and presents them in different views [48]. 
Data Integration: Software Development activities need to be supported by a set of tools such as version control systems, bug tracking systems, issue 
tracking systems, etc. The problem is that all these tools usually ‘‘live in their own world’’, are only loosely coupled and do not interact with each 
other [49]. Repoguard ad- dresses this problem by linking version control systems to other tools such as Mantis, Bugzilla and Trac. 
This last analysis has allowed us to extract a set of the features commonly used by the GSE tools presented in this study. One of these features is that 
of awareness. This feature could help to keep the team members informed about activities that are being per- formed by other team members. 
Moreover, the awareness feature should consider social aspects including, for instance, personal information. Supporting informal communication 
is another of the key features that should be included in a tool, since there is a lack of informal information in distributed teams owing to the dif- 
ficulty of having face-to-face meetings. Offering interoperability among tools has been also detected as important in order to avoid information and 
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coordination breakdowns. Finally, allowing the formal and informal knowledge generated by the team members in a distributed environment to be 
managed has been also consid- ered to be a desirable feature. 
Tools’ evaluation 
Efficient tool selection and evaluation processes are key issues in software engineering if development efficiency is to be in- creased [50]. It is 
therefore important to know whether the tools studied have been evaluated in a distributed environment. In this case, we have considered as valid 
evaluations those based on case studies, experiments, scenario-based evaluations, users’ ratings and, of course, real project-based evaluations. 
Moreover, we have separated tools that have been internally evaluated from those that have been externally evaluated. Here, internally evaluated 
refers to those tools that have been evaluated by the tool’s builder/researcher. Examples of internal evaluation are presented in [28,51]. In [28] a 
tool called Ariadne is evaluated by the design team who perform an evaluation of Ariadne’s visual- ization using inspection methods. In [51] the 
researchers perform two experiments to verify the effectiveness of the tool. In these cases we can state that we feel a certain degree of confidence 
that the tool will be used to fulfill its intended use, within its given context. 
Externally evaluated tools are those tools whose performance has been tested outside the environment in which they were orig- inally built. In [52], 
the authors explain how the 4everedit tool was successfully evaluated in a large-scale industrial process engineer- ing project, while in [39], the 
GENESIS tool was evaluated by two industrial partners of the project. There is, therefore, a certain de- gree of confidence that these tools can be 
considered as useful tools for distributed environments. 
 

A first result is that only 25.8% of the tools presented (see Table 15), that is, 33 out of 132 tools, have been evaluated in a distrib- uted environment. 
Moreover, not all evaluations show that the tool is really useful in a distributed environment because some of them are only preliminary evaluations 
since the tool is a prototype in the early phase of development, or an evaluation in a real environment is part of its developers’ future work. 
Although 132 tools are described in this review, it was not pos- sible to report whether all these tools have been evaluated or are used in practice 
because they are at an early stage of development, have been put forward as a theory, or the papers in which they ap- peared have not included a 
report on how they were validated or evaluated. 98 tools, that is, the 74.2% of the tools have not therefore been detected as evaluated tools. 
Moreover, the goal of a large number of papers was not to evaluate the tools, but to present them and their features, as occurs in [16], whose 
authors include a large number of tools which are classified by the process in which they can be used. 
Table 16 lists those tools that have undergone some form of eval- uation as reported in the associated published paper. Clearly, tools not listed in this 
table may have been evaluated, but seeking this information outside the associated report is not within the scope of this study. Moreover, we include 
information about the goal of the tool, how the evaluation has been performed and the references in which an extended explanation of this evaluation 
can be found. 

 
Another important result is that, as only 39% of the studied re- search tools presented any kind of evaluation (with only 24 individ- ual tools 
reporting a level of external validity), there is a need for studies in general to perform tool evaluation as a standard to pro- vide some assurance that 
the tools presented will be useful in GSE. Appendix B presents an extended version of Table 16 in which each tool is listed along with an explanation 
of how the evaluation was performed and a detailed description of each tool’s intended 
use. 

 
been sufficiently thorough to allow us to obtain the main features of each tool. 
With regard to the construct validity, which is related to obtain- ing the right measure, the main challenge was to define the scope in relation to what 
is considered to be a GSE tool. In this respect, we considered GSE tools to be those presented as GSE tools in the studies, as well as those 
presented as DSD tools with a high le- vel of distribution (those tools that can be used in a highly distrib- uted environment). 
In the case of the conclusion validity, which is concerned with the ability to replicate the same findings, we consider that the study has been validated 
through the systematic process and the periodic reviews carried out by the three researchers involved in this work. Moreover, in this work we have 
included sufficient details to allow the process to be reproduced. However, one possible problem in relation to this type of validity concerns the 
paper and tool classifi- cation. This was done by 3 researchers with the same background and belonging to the same research group; a slightly 
different clas- sification might therefore have been obtained if it had been done by other researchers from other groups. The number of results ob- 
tained from the searches might also have been different. 
 

Conclusions  

 
This work presents a systematic mapping review of GSE tools which was performed by following both the guidelines of Petersen et al. [1] and those 
of other important mapping reviews in the area of GSE. 
After carrying out the literature review, a first conclusion was that there are no other systematic reviews of GSE tools. The most complete work in 
terms GSE tool research is [16], in which the authors present a set of tools classified by the area in which they can be used. 
In the papers studied, the descriptions included are sometimes brief and do not provide sufficient information about the potential of the tools, nor 
do they allow users to discover which features they may offer. This makes the systematic process more complex, since it is necessary to introduce 
recursive searches if the main fea- tures of each tool are to be discovered. 
With regard to the tools studied, we found that most of them focus on the subjects of Virtual Meeting Tools (12.2%), Software Engi- neering 
Management Tools (16%) and Knowledge Management Tools (16%). We believe that these results have been obtained because the main tools that GSE 
companies need are those related to com- munication, such as Virtual Meeting Tools. In the case of Software Engineering Management Tools we have found a 
large amount of tools, owing to the expansion of Web-based tools that provide pro- ject control from a simple Web-browser. Finally, the number of 
Knowledge Management Tools has increased because of the growing use of wikis to manage knowledge (also accessible from a Web- browser). In fact, 
these three subjects cover 44.2% of the tools found. However, other subjects such as Socio Cultural Tools, Soft- ware Engineering Process Tools or 
Software Quality Tools consist of only 3%, 3% and 5.3% of the total number of tools studied. 
Bearing in mind that only 3% of the tools are related to socio-cul- 
tural aspects, perhaps it would be advisable to develop tools or tool features that will help group members to get to know each other and to facilitate 
communication by increasing the feeling of trust. 
With regard to the percentages obtained, we can state that most of the tools found were applications developed in research groups or labs, or free 
tools, because 77.1% of the tools discovered are re- search or free tools (43.6% are research tools and 33.5% are free tools). This would appear to be 
logical, since the sources selected to search for the primary studies focus on research areas. As future work, we propose to carry out another review 
of GSE tools using other kinds of search engines, in order to obtain more commercial tools, such as Jazz tools Rational Clearcase, Rational Requisite 
Pro, etc. 
We can also state that awareness features are usually supported by the studied tools at two levels (team activity awareness and so- cial awareness) to 
make team members feel closer to the rest of the team and have the best overview of what is happening in the project. 
Supporting informal communication is usually considered by those of the studied tools that are focused on software design activities and it has also 
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been detected that this support is com- monly integrated into the tool itself, principally if the tool allows synchronous collaboration. Moreover, in 
terms of integration, it seems that it might be useful to use ‘‘compatible’’ tools in order to share a common backbone, and thus save time and 
avoid incon- sistencies, incompatibilities and duplicated information that make distributed coordination and control more difficult. In fact, this may 
imply a lack of coordination among team members in relation to the information shared, because the information or data gener- ated by a tool 
cannot be used in other processes, owing to the format used. 
We can thus conclude that the most common features provided by the set of 132 GSE tools included in this study are: Awareness as regards both the 
team members’ activities and social aspects; informal communication support; interoperability among tools; and formal and informal knowledge 
management.’’ One problem detected after studying the tools is that, although there are suffi- cient tools to support most areas or processes in the 
software life- cycle, there is a lack of connection between the tools. Almost only when using tools from the same company (i.e. IBM or Microsoft 
tools), and only in some areas, is it possible to integrate the differ- ent tools. 
Another problem was the difficulty involved in studying 
whether the tools were useful in a GSE domain. In this respect, the general rule was to consider all collaborative and Web-based tools as being 
useful for GSE. However, as future work, the list of tools presented in this study may be reviewed to test which partic- ular GSE task(s) each tool 
supports. To carry out this task, we are currently performing a survey which includes structured inter- views with practitioners to discover which 
tools are being used in companies and labs for GSE projects or experiments. 
Finally, we plan to use this list of 132 tools to obtain informa- tion about the features that an integrated framework needs in or- der to develop a 
technological framework to support the complete software lifecycle in a GSE context. 
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